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Abstract  -  Securing sensitive data in databases has 

become very important nowadays because of the 

unencrypted form of unstructured data. Most open-

source databases handle a huge amount of data in an 

unencrypted format accessible to anyone. Database 

operations such as read, edit, update, and delete are 

performed on the databases while in transit and rest. 

This paper proposes a secure encryption algorithm 

used to increase the packet delivery ratio and 

Throughput compared with the existing encryption 

algorithm used to encrypt the data at transit and rest. 

Compared with the existing algorithm, the average 

Throughput and packet delivery ratio results in a 

more secure algorithm with the validated results. 
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I. INTRODUCTION  

 

       Whether they handle the data in the industry, in 

business, or person wants to secure their sensitive 

data like adhar number, account numbers, PINs, etc. 

When databases store their unstructured data, they 

become larger due to the increasing demands for 

updated data to be maintained for future references. 

Nowadays, people move onto the NoSQL databases 

for the easy handling of the database operations such 

as read, update, edit and delete [1]. Due to the open 

nature of the NoSQL databases, anyone can view the 

details in the databases since they are not encrypted. 

Secure handling of private data has become very 

important nowadays in databases. Relational 

databases are securing their data with additional 

efforts provided along with the database. Data 

security is maintained by the Data Base 

Administrators (DBA) depending on the level of 

security needed by the concern. The huge storage of 

unstructured data on various mediums has become 

difficult to handle with the help of relational 

databases like SQL databases [2]. To handle these 

kinds of unstructured data, NoSQL(Not only SQL) 

databases are available as open-source databases like 

MongoDB, Cassandra, Redis, Hypertable, CouchDb, 

etc. Most open-source databases are not built with 

complete data security [3].  

Hariharan et al. [4] discuss the various encryption 

techniques on the databases. This author surveyed 

different encryption methods like A Database Record 

Encryption Scheme Using the RSA Public Key 

Cryptosystem and its Master Keys, Chip-Secured 

Data Access: Confidential Data on Untrusted Servers, 

Fast and Secure Encryption for Indexing in a 

Column-Oriented DBMS, The Transport Layer 

Security (TLS) Protocol Version 1.2, etc. These 

suggested techniques differ based on their 

performance, access time, and key management [15]. 

In this paper, section ii elaborates on the related 

works by various authors in this field of encryption 

standards for database security. Section iii compares 

the various algorithms and methodologies used to 

encrypt the private data in databases to prevent 

unauthorized access to data. The proposed new 

algorithm called E-TDE is explained, and the 

improved packet delivery ratio is reported when data 

is at rest. Section IV explores the results and 

discussions based on the performance of the proposed 

E-TDE algorithm while used in the transit of data 

among the databases. Section v gives the conclusion 

based on the proposed methods.  
 

II LITERATURE REVIEW 

 

         Data is to be protected when they are handled 

during the transit of the data, as well as they are at 

rest in the databases. Application-level security is to 

be adopted in some cases to secure the whole 

database carefully. Most the NoSQL databases do not 

provide encryption methods to protect the data. 

Databases contain all types of data to the user, 

whether sensitive or not.   

For securing data in motion, all versions of 

MongoDB support TLS (Transport Layer Security) 

and SSL (Secure Socket Layer) to transfer the data 

over networks. This type of encryption technique is 

commonly used to secure website traffic and file 

sharing. While in transit, when the data travels from 

one point to another, it is unencrypted or 'in the 

clear .'MongoDB provides asymmetric key protocols 

to configure and secure the data in motion [12]. One 

of the challenges for MongoDB users is that when 

sensitive information is added to the database, users 

have to adopt a safe strategy of encrypting the 
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sensitive data in the MongoDB database with proper 

key management.   

MongoDB Enterprise offers a storage-based file 

symmetric key encryption called Transparent Data 

Encryption (TDE) to encrypt the whole database files 

at the storage level. Version 3.2, MongoDB utilizes 

the Advanced Encryption Standard (AES) 256-bit 

encryption algorithm, an encryption cipher that uses 

the same secret key to encrypt and decrypt data [13]. 

But data at rest encryption is only available on 

MongoDB enterprise and atlas editions using the 

required Wired Tiger storage engine [14].  

When TDE is used to encrypt the data, a unique, 

private key is generated. Each encrypted database file 

generates a new private symmetric key, and all keys 

in the storage device are encrypted using a master key. 

MongoDB never allows the master key to be stored 

on the same server as the encrypted data [5]. The 

security admin or the database must identify a secure 

storage location for the encryption key. MongoDB 

recommends third-party enterprise key management 

solutions; however, users can store the key locally 

using a key file. But according to the best practices, 

storing the key locally is risky and almost not 

recommended for key protection [6]. 

For securing data sensitive to the user and concern, 

they must be encrypted so that intruders or unknown 

persons do not intentionally tap them. The user adopts 

certain encryption methods to protect sensitive data 

when the data is at rest. When the data is transmitted 

from one storage area to the other, there is a need to 

protect the data during transit [7]. The basic 

operations such as read, write, append, update, edit 

and delete operations can be performed with the 

encryption method.   

 The data set is often the result of an individual's or 

organization's work, and protection of intellectual 

property rights becomes increasingly important. 

Watermarking and fingerprinting are some 

mechanisms to prevent unauthorized access to data 

sets [8]. Kurapati Sundar Teja et al. [9] explain the 

encryption-decryption methods, compare the 

performance with the popular encryption algorithms, 

and suggest a new design called FGPA. 

 

III. COMPARISON OF ENCRYPTION 

METHODS 

 

     Among the various encryption methods suggested 

by various authors provide a few encryption methods 

to prevent unauthorized access to users' sensitive data 

[10]. Most databases do not provide encryption 

methods to protect the data set; there is a need to 

propose a standard procedure or encryption 

algorithms to access the data safely and securely [11]. 

The TDE algorithm is analyzed and compared with 

this paper's new proposed E-TDE algorithm. This 

proposed algorithm is used to encrypt the data, and 

the performance of the database is improved based on 

the packet delivery ratio and Throughput. This 

algorithm uses the RSA algorithm, one of the 

standard algorithms used to improve security for the 

database by providing encryption for the database 

operations during transit and at rest. 

 

A. Encryption at rest  

The comparison has been done with the 

existing TDE algorithm and proposed E-TDE. The 

following quantitative parameters are used to evaluate 

the performance of the E-TDE as follows: 

 

B. Packet Delivery Ratio (PDR) 

          It defines the percentage of the total number of 

packets received at the destination and divided by the 

number of packets is sent by the source, as shown in 

Figure 1. Packet Delivery Ratio is calculated as 

follows: 

100

sentpacketsdataNo.of

receivedpacketsdataNo.of
PDR 

Table 1.  Packet Delivery Ratio- Documents inserted at rest 
 

Number of  

Documents 

Inserted 

5 15 25 35 50 

No. Of 

Documents 

(in %) 

TDE 87.6 87.9 90.1 91.2 93.4 

E-

TDE 
88.8 89.5 92.3 93.4 95.7 

 

           Figure 2 shows PDR when data is at rest. For a 

file size of 5MB, the TDE increases PDR by 87.6%, 

whereas the proposed E-TDE increases PDR by 

88.8%. For a file size of 15MB, the TDE increases 

PDR by 87.9%, whereas the proposed E-TDE 

increases PDR by 89.5%. For a file size of 25MB, the 

TDE increases PDR by 90.1%, whereas E-TDE 

increases PDR by 92.3%. For a file size of 35MB, the 

TDE increases PDR by 91.2%, whereas E-TDE 

increases PDR by 93.4%. For a file size of 50MB, the 

TDE increases PDR by 93.4%, whereas E-TDE 

increases 95.7%.   
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Fig. 2 Packet Delivery Ratio when data at rest 
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B. Encryption during transit of data 

         The data is transmitted among various sources 

and destinations during the usage of data extraction. 

The data manipulations such as insertion, edit, 

updation, and deletion of data are usually done on the 

data set during the transit. The packet delivery ratio is 

increased compared with TDE, which improves the 

performance of the database operations.  

Table 2: Packet Delivery Ratio for Encryption at Transit 
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Fig. 3 Packet Delivery Ratio with Encryption at Transit 
 

     Figure 3 shows PDR with a different number of 

documents. For a file size of 5MB, the TDE increases 

PDR by 91.6%, whereas the proposed E-TDE 

increases PDR by 99.2%. For a file size of 15MB, the 

TDE increases PDR by 92.09%, whereas the 

proposed E-TDE increases PDR by 93.78%. For a file 

size of 25MB, the TDE increases PDR by 94.15%, 

whereas E-TDE increases PDR by 96.15%. For a file 

size of 35MB, the TDE increases PDR by 93.12%, 

whereas E-TDE increases PDR by 95.12%. For a file 

size of 50MB, the TDE increases PDR by 96.2%, 

whereas E-TDE increases 98.72%.   

 

IV RESULTS AND DISCUSSION 

 

     The results of the application of the E-TDE 

algorithm are validated concerning two important 

parameters, namely, packet delivery ratio and 

Throughput. Compared to the TDE method, E-TDE 

shows significant improvement in the performance of 

the database operations when the data is at rest and in 

transit. This proposed encryption method improves 

the security of the database to a greater extent.  

   

A. Packet Delivery Ratio 

         The proposed E-TDE method increases the 

Packet Delivery ratio when data is at rest. Figure 4 

shows that the average PDR is increased by the 

proposed E-TDE concerning documents at the resting 

stage. When the file size increases, PDR also 

increases by the proposed E-TDE while documents 

are at rest.  
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Fig. 4 Comparison of Average Packet Delivery Ratio with 

encryption at rest 

 

     Figure 5 shows that the average PDR is increased 

by the proposed E-TDE concerning the different 

number of documents. When the file size increases, 

PDR also increases by the proposed E-TDE. The 

results show that the proposed E-TDE significantly 

enhances PDR in the NoSQL database.  

 

Fig. 5 Comparison of Average Packet Delivery Ratio with 

Encryption at Transit 
 

B. Throughput  

          Throughput is one of the important parameters 

used to measure the performance of the database 

operations. It defines the average of successful 

message delivery over a communication channel. 

Throughput is calculated as follows: 

 

Throughput = File Size / Transmission Time  

1. Throughput - Documents at rest  

Table 3.  Throughput - Documents at rest 

Number of  

Documents Inserted 
5 15 25 35 50 

Average 
Throughput 

(in Mbps)   

TDE 18.84 10.14 9.30 6.5 5.4 

E-
TDE 

19.65 11.96 11.80 10.80 9.7 

 

TDE produces 18.84Mbps Throughput, and 

the E-TDE produces 19.65Mbps Throughput for a 

5MB file size. It is also simulated for 15MB, TDE 

Number of  

Documents 

Inserted 

5 15 25 35 50 

No. of 

Documents 

(in %) 

TDE 91.6 93.12 94.15 95.18 96.2 

E-

TDE 
92.09 93.78 94.66 96.96 98.72 
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provides 10.14 Mbps Throughput, the E-TDE 

11.96Mbps, for 25MB, the TDE produces 9.30Mbps 

Throughput, and the E-TDE produces 11.80 Mbps 

throughput. For a file size of 35MB, the TDE 

increases Throughput by 6.5Mbps, whereas E-TDE 

increases throughput by 10.80%. For a file size of 

50MB, the TDE increases Throughput by 5.4Mbps, 

whereas E-TDE increases throughput by 9.7%. 
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Fig. 6  Throughput with data at rest 

 

       Figure 7 shows that the average Throughput is 

increased by the proposed E-TDE concerning 

documents not encrypted stage. When the file size 

increases, Throughput increases by the proposed E-

TDE while documents are not encrypted.  
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Fig. 7 Comparison of Average Throughput with data at rest 

 

2. Throughput - Documents at transit 

Table 4.  Documents Encryption at Transit for Throughput 

Number of  

Documents Inserted 
5 15 25 35 50 

Average 

Throughput 
(in Mbps)   

TDE 20.64 14.12 15.25 12.5 9.5 

E-
TDE 

24.75 16.14 18.38 19.47 12.14 

 

TDE produces 20.64Mbps Throughput, and 

the E-TDE produces 24.75Mbps Throughput for a 

5MB file size. It is also simulated for 15MB, TDE 

provides 14.12 Mbps Throughput, the E-TDE 

16.14Mbps, for 25MB, the TDE produces 15.25Mbps 

Throughput, and E-TDE produces 18.38 Mbps 

throughput. For a file size of 35MB, the TDE 

increases Throughput by 12.5Mbps, whereas E-TDE 

increases throughput by 19.47%. For a file size of 

50MB, the TDE increases Throughput by 9.5Mbps, 

whereas E-TDE increases throughput by 12.14%. 
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Fig. 8  Throughput with Encryption at Transit 

 

      Figure 9 shows that the average Throughput is 

increased by the proposed E-TDE concerning 

documents encryption at the transited stage. When the 

file size increases, Throughput also increases by the 

proposed E-TDE while document encryption is at the 

transited stage.  
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Fig. 9 Comparison of Average Throughput with  

Encryption at Transit

 
 

V. CONCLUSION 

 

     Encryption is one of the important techniques used 

to protect individual or enterprise data. Since most of 

the NoSQL databases do not provide adequate 

security in protecting the user's private data, intruders 

easily get access to the private data. There is a serious 

demand for secure access to data in databases 

provided with encryption methods. This paper 

proposes one encryption algorithm called E-TDE that 

is used to improve the performance of the database. 

This significant approach increases the total security 

of the user's valuable data from unauthorized users. 

The packet delivery ratio and Throughput are 

improved compared with the TDE algorithm, and the 

results are validated and reported. In the future, 

various combined methodologies can be adapted to 

improve the secure access of users' private data.  
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